**Converting to NIMBLE from JAGS, OpenBUGS or WinBUGS**

NIMBLE is a hierarchical modeling package that uses nearly the same modeling language as the popular MCMC packages WinBUGS, OpenBUGS and JAGS. NIMBLE makes the modeling language extensible — you can add distributions and functions — and also allows customization of MCMC or other algorithms that use models. Here is a quick summary of steps to convert existing code from WinBUGS, OpenBUGS or JAGS to NIMBLE.

**Main steps for converting existing code**

These steps assume you are familiar with running WinBUGS, OpenBUGS or JAGS through an R package such as R2WinBUGS, R2jags, rjags, or jagsUI.

1. Wrap your model code in nimbleCode({}), directly in R.
   * This replaces the step of writing or generating a separate file containing the model code.
   * Alternatively, you can read standard JAGS- and BUGS-formatted code and data files using  
     readBUGSmodel.
2. Provide information about missing or empty indices
   * Example: If x is a matrix, you must write at least x[,] to show it has two dimensions.
   * If other declarations make the size of x clear, x[,] will work in some circumstances.
   * If not, either provide index ranges (e.g. x[1:n, 1:m]) or use the dimensions argument to nimbleModel to provide the sizes in each dimension.
3. Choose how you want to run MCMC.
   * Use nimbleMCMC() as the just-do-it way to run an MCMC. This will take all steps to  
     set up and run an MCMC using NIMBLE’s default configuration.
   * To use NIMBLE’s full flexibility: build the model, configure and build the MCMC, and compile both the model and MCMC. Then run the MCMC via runMCMC or by calling the run function of the compiled MCMC. See the NIMBLE User Manual to learn more about what you can do.

See below for a list of some more nitty-gritty additional steps you may need to consider for some models.

**Example: An animal abundance model**

**Original code**

The original model code looks like this:

cat(file = "model2.txt","

model {

# Priors

for(k in 1:3){ # Loop over 3 levels of hab or time factors

alpha0[k] ~ dunif(-10, 10) # Detection intercepts

alpha1[k] ~ dunif(-10, 10) # Detection slopes

beta0[k] ~ dunif(-10, 10) # Abundance intercepts

beta1[k] ~ dunif(-10, 10) # Abundance slopes

}

# Likelihood

# Ecological model for true abundance

for (i in 1:M){

N[i] ~ dpois(lambda[i])

log(lambda[i]) <- beta0[hab[i]] + beta1[hab[i]] \* vegHt[i]

# Some intermediate derived quantities

critical[i] <- step(2-N[i])# yields 1 whenever N is 2 or less

z[i] <- step(N[i]-0.5) # Indicator for occupied site

# Observation model for replicated counts

for (j in 1:J){

C[i,j] ~ dbin(p[i,j], N[i])

logit(p[i,j]) <- alpha0[j] + alpha1[j] \* wind[i,j]

}

}

# Derived quantities

Nocc <- sum(z[]) # Number of occupied sites among sample of M

Ntotal <- sum(N[]) # Total population size at M sites combined

Nhab[1] <- sum(N[1:33]) # Total abundance for sites in hab A

Nhab[2] <- sum(N[34:66]) # Total abundance for sites in hab B

Nhab[3] <- sum(N[67:100])# Total abundance for sites in hab C

for(k in 1:100){ # Predictions of lambda and p ...

for(level in 1:3){ # ... for each level of hab and time factors

lam.pred[k, level] <- exp(beta0[level] + beta1[level] \* XvegHt[k])

logit(p.pred[k, level]) <- alpha0[level] + alpha1[level] \* Xwind[k]

}

}

N.critical <- sum(critical[]) # Number of populations with critical size

}")

**Brief summary of the model**

This is known as an "N-mixture" model in ecology. The details aren't really important for illustrating the mechanics of converting this model to NIMBLE, but here is a brief summary anyway. The latent abundances N[i] at sites i = 1...M are assumed to follow a Poisson. The j-th count at the i-th site, C[i, j], is assumed to follow a binomial with detection probability p[i, j]. The abundance at each site depends on a habitat-specific intercept and coefficient for vegetation height, with a log link. The detection probability for each sampling occasion depends on a date-specific intercept and coefficient for wind speed. Kéry and Royle concocted this as a simulated example to illustrate the hierarchical modeling approaches for estimating abundance from count data on repeated visits to multiple sites.

**NIMBLE version of the model code**

Here is the model converted for use in NIMBLE. In this case, the only changes to the code are to insert some missing index ranges (see comments).

library(nimble)

Section6p4\_code <- nimbleCode( {

# Priors

for(k in 1:3) { # Loop over 3 levels of hab or time factors

alpha0[k] ~ dunif(-10, 10) # Detection intercepts

alpha1[k] ~ dunif(-10, 10) # Detection slopes

beta0[k] ~ dunif(-10, 10) # Abundance intercepts

beta1[k] ~ dunif(-10, 10) # Abundance slopes

}

# Likelihood

# Ecological model for true abundance

for (i in 1:M){

N[i] ~ dpois(lambda[i])

log(lambda[i]) <- beta0[hab[i]] + beta1[hab[i]] \* vegHt[i]

# Some intermediate derived quantities

critical[i] <- step(2-N[i])# yields 1 whenever N is 2 or less

z[i] <- step(N[i]-0.5) # Indicator for occupied site

# Observation model for replicated counts

for (j in 1:J){

C[i,j] ~ dbin(p[i,j], N[i])

logit(p[i,j]) <- alpha0[j] + alpha1[j] \* wind[i,j]

}

}

# Derived quantities; unnececssary when running for inference purpose

# NIMBLE: We have filled in indices in the next two lines.

Nocc <- sum(z[1:100]) # Number of occupied sites among sample of M

Ntotal <- sum(N[1:100]) # Total population size at M sites combined

Nhab[1] <- sum(N[1:33]) # Total abundance for sites in hab A

Nhab[2] <- sum(N[34:66]) # Total abundance for sites in hab B

Nhab[3] <- sum(N[67:100])# Total abundance for sites in hab C

for(k in 1:100){ # Predictions of lambda and p ...

for(level in 1:3){ # ... for each level of hab and time factors

lam.pred[k, level] <- exp(beta0[level] + beta1[level] \* XvegHt[k])

logit(p.pred[k, level]) <- alpha0[level] + alpha1[level] \* Xwind[k]

}

}

# NIMBLE: We have filled in indices in the next line.

N.critical <- sum(critical[1:100]) # Number of populations with critical size

})

**Simulated data**

To carry this example further, we need some simulated data. Kéry and Royle provide separate code to do this. With NIMBLE we could use the model itself to simulate data rather than writing separate simulation code. But for our goals here, we simply copy Kéry and Royle's simulation code, and we compact it somewhat:

# Code from Kery and Royle (2015)

# Choose sample sizes and prepare obs. data array y

set.seed(1) # So we all get same data set

M <- 100 # Number of sites

J <- 3 # Number of repeated abundance measurements

C <- matrix(NA, nrow = M, ncol = J) # to contain the observed data

# Create a covariate called vegHt

vegHt <- sort(runif(M, -1, 1)) # sort for graphical convenience

# Choose parameter values for abundance model and compute lambda

beta0 <- 0 # Log-scale intercept

beta1 <- 2 # Log-scale slope for vegHt

lambda <- exp(beta0 + beta1 \* vegHt) # Expected abundance

# Draw local abundance

N <- rpois(M, lambda)

# Create a covariate called wind

wind <- array(runif(M \* J, -1, 1), dim = c(M, J))

# Choose parameter values for measurement error model and compute detectability

alpha0 <- -2 # Logit-scale intercept

alpha1 <- -3 # Logit-scale slope for wind

p <- plogis(alpha0 + alpha1 \* wind) # Detection probability

# Take J = 3 abundance measurements at each site

for(j in 1:J) {

C[,j] <- rbinom(M, N, p[,j])

}

# Create factors

time <- matrix(rep(as.character(1:J), M), ncol = J, byrow = TRUE)

hab <- c(rep("A", 33), rep("B", 33), rep("C", 34)) # assumes M = 100

# Bundle data

# NIMBLE: For full flexibility, we could separate this list

# into constants and data lists. For simplicity we will keep

# it as one list to be provided as the "constants" argument.

# See comments about how we would split it if desired.

win.data <- list(

## NIMBLE: C is the actual data

C = C,

## NIMBLE: Covariates can be data or constants

## If they are data, you could modify them after the model is built

wind = wind,

vegHt = vegHt,

XvegHt = seq(-1, 1,, 100), # Used only for derived quantities

Xwind = seq(-1, 1,,100), # Used only for derived quantities

## NIMBLE: The rest of these are constants, needed for model definition

## We can provide them in the same list and NIMBLE will figure it out.

M = nrow(C),

J = ncol(C),

hab = as.numeric(factor(hab))

)

**Initial values**

Next we need to set up initial values and choose parameters to monitor in the MCMC output. To do so we will again directly use Kéry and Royle's code.

Nst <- apply(C, 1, max)+1 # Important to give good inits for latent N

inits <- function() list(N = Nst,

alpha0 = rnorm(3),

alpha1 = rnorm(3),

beta0 = rnorm(3),

beta1 = rnorm(3))

# Parameters monitored

# could also estimate N, bayesian counterpart to BUPs before: simply add "N" to the list

params <- c("alpha0", "alpha1", "beta0", "beta1", "Nocc", "Ntotal", "Nhab", "N.critical", "lam.pred", "p.pred")

**Run MCMC with nimbleMCMC**

Now we are ready to run an MCMC in nimble. We will run only one chain, using the same settings as Kéry and Royle.

samples <- nimbleMCMC(

code = Section6p4\_code,

constants = win.data, ## provide the combined data & constants as constants

inits = inits,

monitors = params,

niter = 22000,

nburnin = 2000,

thin = 10)

## defining model...

## Detected C as data within 'constants'.

## Adding C as data for building model.

## building model...

## setting data and initial values...

## running calculate on model (any error reports that follow may simply reflect missing values in model variables) ...

## checking model sizes and dimensions...

## checking model calculations...

## model building finished.

## compiling... this may take a minute. Use 'showCompilerOutput = TRUE' to see C++ compiler details.

## compilation finished.

## runMCMC's handling of nburnin changed in nimble version 0.6-11. Previously, nburnin samples were discarded \*post-thinning\*. Now nburnin samples are discarded \*pre-thinning\*. The number of samples returned will be floor((niter-nburnin)/thin).

## running chain 1...

## |-------------|-------------|-------------|-------------|

## |-------------------------------------------------------|

**Work with the samples**

Finally we want to look at our samples. NIMBLE returns samples as a simple matrix with named columns. There are numerous packages for processing MCMC output. If you want to use the coda package, you can convert a matrix to a coda mcmc object like this:

library(coda)

coda.samples <- as.mcmc(samples)

Alternatively, if you call nimbleMCMC with the argument samplesAsCodaMCMC = TRUE, the samples will be returned as a coda object.

To show that MCMC really happened, here is a plot of N.critical:

plot(jitter(samples[, "N.critical"]), xlab = "iteration", ylab = "N.critical",

main = "Number of populations with critical size",

type = "l")

[![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASwAAADICAAAAAB3tIOJAAAAAXNCSVQI5gpbmQAAIABJREFUeJzsvXeAXFd5Pvw8596Z2dnetaverGJJWJbljotsY2yMCdiYYJohdAiB0BIMoSUECD2EEiDg0FvoBNyJccUFF9mWJVmS1VdbtH3avef9/XHKvbM7KxeVfN/3+wa8mrnPPeee8563v+fMUFMAAgCEAMR8EJr/248JYD9QmLxHLSDd1vQHQnikAAH9KJPxH11AUUhDJBAiIEQkIQ8pEEAEJCBuwAQlGf1MAD0mBMgjA0xZIbHYMQAU6GEBKEJDNFh+E9OMIgKhiL+bAoEIhKwNAIbOpl/zkUcAcIsC+0zIsQKoaQhnGDDFeJb7BXQf6ITMvZOEJacDTiCTruAuHB5gBpQ8G8nYjzJAzRQZEnok7Xwj+k6mMClmABL153uwkz48wPKdIyngpna0AYrjKzceMNHuBqD7k15c0x4Jg00FEnY2rGEvHT5geRneLrk5HXUgNEJkKEmh2GkTViAJq8lSbOR0uFW5rA2kmtBrTDl8gCnAKJZjBVg9akUsbcrg9I44FkpbV3trSpvVBiRhTACePQ8HAJLHWYOCYwNQu3H5MXnpqmYZenJ6+lnKsCbgWjnmSzlMhwdYCUlf4bEBwoRGEAJ0REw4TOik0Slcse4G6da+BiCk02MpjXYEAOvfOMBeOxaAcmSz1LFuBQWgFVnvZ4oY5SWJubD6tzYgFNONWQazFkcC8CsPETfUYwEoMz+xMwXt6ODm6yyBU3QiIIUwriiN+1kTABOVKNaA4AgAThgdYBf5GADefiX63+kLp5TolZZXY07teyLWAFyn/n2VDjwMwLuEyWLi2AAUr0C9S+F9cE9UqzESmXaCm742DTACnQIshx4uAMAxu11WHhsg9BraE5P2PqRWGRCjwhJ94pnPCss0wDGyY1BjRI4IYNfS6jMQxwagOCfJCY9/5yy3Zy/4t+6+Jwe8RIIJ4Q8P+N97KSujoDF6YpIIEDFxtpMpcWwDE5iLYSUIZGAImOyPpgDDQxqAsZUQIU3yQDC+bag2IALg4LC2AHT/WApIWsAkkaRvTETigVGX/XDA5IGKiBT26hQwvk9sV1MA05VAzOvQgLIJEJgrzsv0qpVG0GAMkqFWYtIpQPzxN43xhvf3TwG+/plxoRPKhKE5+aGXfacmYDjps18pQgip/HLH6Ad+ngJSLWBo+Lc/jW988OA//RhTgD/+3e7hnw/e/crJFHDt6+3ciGrAdEWBcwQOBYQe80rd2mm6a1Zl0N9nlZnVbfLATauv3ntvYagya3KkfVTFhZ6RyZ7cY/37B3ryGBpua5e9+fHuvEilv9Kdu+9XL3oxUBloHsz0Mj440t4aDdSPht0cYsf4WOdDLXFpoNTe8MNPfPqM1XMYHyh0Ncb72/rD2Rztz3dlIZMj3eWDXcG+9rVzt7ziAxfdX7e/0pMFIX2FjqbCqKq0rQk+e8O89lMCjAw1dajiQKWzcc9toiCT+8POfPspOFACW5sODrV00McdduriKFMLCL2TDNj1czJn/Cfzzio2r/eYjoaavn2hoPIfu/717q9f/b2dpb0X3dN/5Vux+V0HLvjQ5o9tW/Khha/pHvnoOla++quJM9/8zT2/vnS27L66956Gq8+64d93Lfv75g82PJr/21O+kHv/zT/7EFD6wU8mllz9yx2fX/Bgc/TLrx1c/+7G1678c/DxFX//aP4Fr6nDpo/+2wNf/nDTh/7+3o6bB7/cjdsfHn3DX4aCmz8zuObqnZ8N2i64/7jfbfn0W26Pt39sY+/bzvv8DZPrP2Qm96k/ZM542+Dt+z+zEZm/Pu1d2xa+e71f9pRf7lT3NEA5wRGnPgiARvC8t0pnHum7E8uaAF7Q9IVh6K0PYfC+sUcffF33Z/562TVjGH/ZZV+5/gvbPrr7C5M3Dr95IfCHT254/c9/9Bc9V60hJu/Z+tHSZ3a8tv4ju/5u9O5tHyl+bHDTY9h/3yRQ3HPVFb/bec6sq5r+vPPu9637h5s+f/CmyX8c+eGtN7788koRbN5+y81/uOG/9/bevfMF9VeuAj7a8YMhYPc/N3524Lb+a5e8vHBf1+kLXztw68SXb//U0hv7B1/9kq8/AYDY8YNnvzkuDdza+Lq3Ffeu/PQjHxj/3AhJQqwt86JFSC1AWe/Fe+70kuacG+cTwBpRr3JdZqD16j9cB0BEC7B83ZKes1eWx7Hs7As679hc/LneN4y/eF4bcEfvFS9cc/ucusWtAsGFGy584tbJv7z4wkcPBGef9RePFCHQAJA97g83lqPe/LIcsH3HXz//7PtH9MVr5xxctvTv/72sBb0n//S+Z9/y+1N7gPnhklactHb1aFlwYPtFp//05ex+0YYAjd1Ny4CxzWvO/uTH2hf+4QZdBADpPOWr75/QQN3KOwc/O3/j5G9LuyeM7nY234ieEbsaQChWhdO5GKC7h5JyuuBNkmMuwkWN5z//O6uZG5vcp4FsEOShCAz29Y8v2JJ/5aZ5bUEdBTJ7ZF80sMJ1uHV0d8OC8p7BvfkmvWN0Z2s2Mza5BwC2v/v9Z98PpSc10NL4WOPOtizzpNS/5E03f+rUs9Bw+j90X/1G/QECVJMR8lQiYF3DtrEvL4tyWQJQUQHINO4YvvmJNZ98z3k3mZHrS1/w2GdPaETpWz9+93qZO/HSnc3tbuJCp4TFylANIEx8Fy95tEYR1e48ne2yAm0cDgHQ/J5bkVn//b8ailN9HXh7/4LLGz/8iR1vP4NKCFzyozfkgreXLcFvvHfbe8949Se+1f/BJvzPZQ+/o3f9J1+7DwAaZl2bm+hbOfbRTwHr//J1zfEnOkAA+7/RXVrZBeDcuoWnz504VYDMvC/m3OoteemXbix+fNxMbMGWf7gSLVe+5/zyKxdnrmW2DwBQ+lalvXfBIDZ/cfBrX3/Vy9/8L3tecZHjm6lhn9VX1QC187P8NUca6+g76215Kx2CUADqO5tW8c7y+sqfxpYOnrglXLOl/6xtu0/bNBnvXndc+U97Zq+v+++1cynAzgcn1ywfu2/5HMHGF711bsNZjcP371l84o6XXra64ZS2wTvjRUMnPRqufGzT/ML8uTeUNmzsPW7gT6PLnhXdcGr7feHajVsqa5cGQHxL26p79em8ce7SP20/ta995aaBk+qA0TtGlqwZfPSklt1bT4puqF93z8Vy746eta23755bXKI3XUzBtkdGl68ZvOeM+4rA4pV37JzzrFavS+DMn3vVAozPpbWIaDF/JfUhdU3bW90/qZsPCdg+RNv/iRZ5eM1/eWDTad9MgBlbJID2/6QGeEwAOs/LazHvcHm76Xkp+ThVPGsAXiLp/JLU1ZHbV89zwOhdSxYj/arZIgGmdH4MAeNXOfcLXjdNHa575yO2lG8tnAFIP8nnhw8fqKZp+vNRBkLA6yQAnmR0iUJJhRveVDhN5tytWoCPBsRHRo6Yhwf49IlzZcy4jgHgRuQce5d2AZJr7qKNedLvE0mcBiBx8l3EmXJZDgfwfGYpymMFeGK5+aXuS4mANYsp3kuUlePJKUAVoeGhIwB4j8970ccKkISFmKrMSdXQpqzvdPU7I3AUXtW9p1TKUQfo92cJq5gnLQGAdTssy0jaIaELyqcATtkjxRkpyh8O4J9jhpRw31EGfOw8lbSOgomgMZFlpFjWk2kqUK3u/OOPBOACs2MMKFMoE7sxySBiKow2lQnAFrh8zZ8uCqD5f00AAA1u/vM5xMME3DQMQNKN8agDKjUSX1+ESxkbQpJCMYYTqaQDxJUNawLGJphQMzH+RwCgteIux22oeiyA0AuNSwrbuVuFTXEZiGSlrYEwdtSEADUAI7k+meH24xwBwChbuOHi2AFiiJK2iInph/3k3WnnTXjfwJuCGsD0V8oVeeZAEiu4P17PHmUghPPOvZrwC2v+0Ltmjn7eabW3cAbAGRNUjeTwAc+63jYdI0B5feq43Swf7VXrUDC1M9fxIF0nUhPwyo92O4RzQw4XoDEoDjBa4pgAFFcbpGN7+AAvdTejW/F/0Su7tt6/T5zs0Ch+J0j+PxF3nwiFlFuv2/C/Mer/pdf1xQ2Wta05pNDk4H3WgVXqzBakjdoizn2O13tOoTmnn7UAr5i9ywo5IoAzvU6Z+uDiCALlHKwytwAAQFnVLO6a7cAcqRC4XfPO1RSr6MWduOBMgBViVFfUjghgthr4YcmxAkLrSVgSOquTxEV+dY3PYV1Uq/YSqzcVKI52i+UNb9vSftzhANYEWxPk/OinAZSQe5otDKDcWJzT4EbknU2aopd9GbeWftci7HbPqcD274Fuxpbu3l+qCez+xoQHot8fqoUkJRdrNVGemAGY3qL87gnceIMHxt8kAHDf9dUtULMrE+6I9xGMCBoPwBhKt8nF3mgnwARgLaA8du/jFqEH4FUDADxxQzEF3Lkz9ota/mHtFrYrcVecBMjm39QAKtcPy/QWmNCYnPCARACI/l2uKzfcac8Q2g24bm+ujwVdkEeY0JhMEca5FMTMgMh9W024SL88lmVtECkbrxlIAQ8V4QAbVUxv4R7ijouZdwKO7q0BRDePskYLSS8gUsch6BSu/1j1DHoxtCl3Qx0ATPxoCEXSPCo2ULabl+Cnlga0jQtoz4sRftuTze8zKscpIEgA8T7plBamq6qHW50Z1wKUM0/VgJmUA2RKV35CU58hYsIdWppQnNMlLnBmou995GcDIibxznRAnOxYHehUJf26ilQB5nm2ha7dgvYCPeDe6FqAADVaiJMEWp51g07fienPoA13/My8pJrsBNM3T+3By0hNQGs4I+ZvhZOBhBlTgHgAMkML+EtOu7oL0UzA9BYigE6Ut43TZEoL1OpKAUY8/cZzO2+XvUo8QjpRM53T7CTED3/y68p0QFsmF1pZEPH5fQvEIz/fc08Z0cjvd6RyoyKc+PpgusXeP7KqK6dOBaB+tFz4+gGI9sBXKhQMfasC+Z/C7/4wvQUAQMMDVkqtIbE2yxHIKScLKENeGB/BK8DUyqYy88474B0PemUoB3dv1BREW70YgoSWeNRZDGsJfvweZ1eu+8XQvt8C6uZ9v+p/4LEvbzzAwffe1weR/gMgUfz1Yw+7JYSg747hMoUYt125TS0AJL5mVG8vTT5+1yC/+ily89VyVyRA6ZFH+377u/HBYd+i9JlrtV1+RwgCpBbT1cBuL1spHW9p4QBl0MQDSEhrhJ7+Cb4VsXWnT0swCAAQB1+5PdWCIhO/BWEy1KbnzH5HgIHfXj90r6DvCYkG/3t0khrIZGMhrv/gPohkVmUCGG0IkFL41RMgitfYrsRqLwKUkojC9t9AoWeOAErK3yYBfnzrrSWtVNJi8kOTJP5rJyAQjSldyUM/txP01tE/IwGMzqLLI8OpvuLuRzftKVs17NKlAkdTRz4BRDQEgvECUpwpWvpcd5bC2pM9LsWIKFkKIBrQEA0BEN7dZ/I9sVssCCTuKwpQeSBRB8kKAhCoOgigKaIlfkggkNYw0trdQRFIDgJ5aCith2B9JAF6mpwNTNHKkcQBoRFNG9c4NmT5moeCQE66os6lio3dk1Q21Fgr47VSGIcK/hKsxTGG0Zk0WJdEogoQm50pgADa+dNWyQtibzxoecz4JYkhsa6JQDSsiwGIQGVNSkoqor2BBqEVCGbMMLQ3f6LNvMVHOtOekQChEU0/TevFTzz4vtnY9fWBuUjVypz+oXNFrPHVAHQknk42MHGW2/GW2RePmIwjQWSrEiJxrKE1JPHnRLRONIc1jt44JwEcxVpBEQF0rETblYpEx6K9ciEgSgBIZDSXSBQEVoP7lXSs4l+JtTeA8gtnRZMEyUzr/9x55y2VOrFuVLqnff9VFiltsQY3qohAJv84ZGXOUGnXDmOdZfLm4fLdUhjCI6MawNiNct2DiGNG/RBI315M3HT9lhj7nnDBkwjifsQ3DltzPlYyolI+GENQGDfD3/uAufOrIjLeBxHIuL6+T7ToHXvKEt+y9eahXRoP/8Sr2pgCkX3X3IsnDkhp4Icfe1QwOumcaQj2DONe7UM+u0revRGKy8F7J9Iad6l/1R9vjmf9VTsIcNPPysDm055jCbb5wxsgB7/zEUKIP12/f//j78oWbj/DahIje/fengeAaLz43d2XfvPk7be9/pqFGwEM/1O0KwcdmyKaPPagVL4uPfrgtkdWGGJ9/IKXN5XvLv3wtu+1gXq4Obh+7ubxRkwMqt8XQDwweAkwMrTo9s+9t+dUPNR8Zw8wuKV86yr55M+ev3t+OQIfvu7xE04bwdfaiu1y501XgIDeetMVQqD8xMh9C+XLPGPXz66pfx7xx5bN23YDxOQuwfXL1/z7l8Mp7qKTFCFoDpQ7HSRue7uAvafO2jncbj4uezeAr0WWLb+xJw9IZYQAvxitefih1Vvjz1xzxQNi+7eZHMGd11+w/3uXd9z1/BgT3z/wWLwveKjvj1s35h47Rcc75zVDtMbeW0IVbT3wxabYbNfcdfDEGFKomCMrxfdPXjC69wOXdsf/qF7dFwEy9OrLP1e3+dcfqW/elxPevMZMZe/O4/Gl3T3z4z9skeyBTy6OPzqWq28ZnZD6ZiEg/X+/4u+KscjYz7YD2w80zv3BVeX73nIvBj6Sad33o6bnyc5fPHLi4zd9vvK14y5w6T5xfjmspqXRWVbZGN/M6ILyt58Yr2/f/OoGAMIMgTAyYQ8rWsNqZvZGIqMQ1HeN/wLO9YOAIlpaKpTIqLe6Dom1HvnuhVnRlTueK3rbXHP6RccQLG2LtBXgPADRgnIkQpGR3taRXC8BHYtJ7i5boBBX7CSiWAus6tuNYp/oWNi4MhqdzIWVwSBvtvmDcSTjj3UJUNncIf0HGisVjfwKABmldDkWSBRLXbNmKoVlKqLenjvXAdZ/N7wmAhFO7n5PfPFfF4dhPSdvLIkKNCCxgIDW3uFoofdlCe9Sa2d+tdmRCaigN5RYtAtajZK3XgmtfywQIah6sxWrVGLj64poUNdZnzzWvrkAyjTTkFjobSsAicXQGpGIBBm0ZmOYWeiYWgiJAZ3RSQvAM47Ll9Lu/IP5Mgx6Yym5/GfHbt4WN1nbL86DACQWM3kBzRy0SUykyrXGJBuPydk8HVuKuL26NmVhWcOOUivxXhwAgeEwSGR0rRaBRNadsENx+jgWQAvN2NyuYABgLDoChYi1zZNoq9m1phZQYkArq7n9ilt+SsxjaI2cwPlbQgD5N+2Y/fDIJY1Wy/likACRGDEkoAfH2uzMtKBSKWdK9eWvrjofxfHJA3MAoFCoxLZZpOMYAiAq79/dtWV8XCQex+iBMvRgoRmYjPqHRaQoiEQEBzILRIoHOkIhROIxrQWQCdH9myqGTEM7YykMl4qTlmIDLboiYCWqaImiioZIPHEQmcby3kolFgoqD08Ed0UV6FgDGtAs7YGgXNJa0DehU94mUuSyfr71s5zWcneA0tOD+dZgJtkHIcCmP08CWuudGzfc9IFT9lf0doGGFrk2uu2U29tO/l5vYe4tP+1tu0vLzfM3/uvuBohA64O791aGnijpcn7f7/8Vs3/b/cNQj30p+E55BKPv7XkJcP2WLfecNJm7Yc4b7wbARx64akvXrc+dNaAhcse+a9+Bse+f0/S7WAb+43nEyBhk148DPX77xY/cfCWwqw+YIxMPa1EDB2R8bGh8HEsEpSfe2NHy8e2fGxyplCujk9KUG9lGNbK5f0wgI40ahTFOjH+o9GIVba7La5MbToLBxEc1qasQSQ3R2TLDXybOcX6/df4JzLmuGYCW/bcs//SI/u1y/WeBbGmVyk9WPpHdfsc8tftzJ48+qtRd8eM/+lrb7T0NkLuuFRFdDPBgAKL8zclmHUkskOHW2SN90b7Gyn6RsLzpukcmMv03v+pbk1pQuGn1t5v6d1Xu/UsRuVM1QHa95e+a60SP/2Ldjx46B5BKLML63ZtiCPqHAWD0ngIUkL+tLWtmO79t14J9/JvhbL44Objj8VX3I1sg9t4S7RqN9bevkOF9C/vvL//0nMJ4tKkzHjUucYoajrWMtqaC9dqtG2vzMD5dT1LEZx4IgRo1aiHXVBkXVASZjIgEmoM33nJw/+TXSoN7J7QI66JyQetYQySqUCQTQOsyQtH9yNR3yUNfESiiIQyeEJYACheVKbpJ9xVyEBne/1ipXCyOa4FkAgUpF/64nRoMRD9ehmx6VaYCQXGoJEB3GwBUBhaIgNLeyooxMgdZVyeDkUzs1VF5olKC7Bxrj4rcM65kZ6nYl5tz+r6KRtiEUN/2okmnRWEdUq/2jM2xX4LhSWmJKELS6bvUxhHAhlNajLI1b5PIRXUrIFGwWptAxEZw2i2JFtTPFQhipbJuMDqC1dfzIVpHiK2lk1gUNIAA0JCYEhO5eYy9NdDm+RIbG62QMQ/S1uwa5S9Ov1s7LDopt2iROiXGSbSSSHOOLvEmlBcyH2DDJw8AmPDVhmM2U6shjljaTEdrkzaIosgOC2aSZnQ6og3JXAhhT3oAsTI2VUitK8ZWCpQW0RWxDxKJtKmpKNFaRBMRBLGKQOMCQJu/cSQEpOKWWRuPRSQ2qUPtOCW2HWshLaljHVsHJhXviCQuDqGcb+TCfpgcSErd+yKrk+CRIqCldE/JuUnl4fEBfWAcGC9NHhRSa8hYDC0Sj/cZR6PscpnxxI5JyNYJQyv0CQEtd0EgOgZFxwVtaBahYFZfJLajU+yPRFcoGpA+qewagWjYZYgFEoPQewqC2My0T8eg9Xe0TIpZX6AYiYgMFwWqEkGE0FpKNs3lilwmUoZhLwLui3vgKv+uRGFSp7bEPEXpjV+7r0Fk27Vb9ihdvm8ixm++OH4gjGItIYpbRqKB8lg8MhhlBI8ODA70Xj0YD9x2/9AiiGjRu+9t2QPpz+nBYiUWnd9RCDG2v7JUU6LJBkyUij/eSRXroo4kgEhlV991hRwlLggmoqCZom+vjG3q333DpqHo/p15aBwYAN8EPNIjMrFf46HKycH2GHPisf88pe7+TS+cLGclEpbubv5xfzEUDZA7dJ2O+3PlWFAuSVx8bOK2pXtk/Uhc7bJ7o2jUh3NKXVLLe/hJwFgllJSSxt6xvafuHazMrhzsL0QlqsoE+wplLVLQw0PlBr3j9viRxvFQ5OMLwlL563PLPx/X3DrUGd1/crx5PyY6pBzLzcFokaq/vrn98ckK9s2BRIN1uj4fj5QzI3WDv1BDApHyrm9379g/b5xD105yXOY07vn1rDugvz/rW7OD/NDOSDYi84mxTO9DwL7+YT35LxWU0F1oKY91bRwpPoho7M6r98+XyUpu4tvnDbZFZSlpXUGEyp5ZX5uNSLN1D7htwUT9cAXlx9Yk2UpxStyd+qXdRQNf2RefsLFEpPtrjCQQAl9fuEntGkIEbIsyWgTZYq6SKwqgg67xoFTIaImXFEVG92g8SjILCUJRhT+dDGHAWfsahpqy0owiwoXFWY/HQLEICdpVc1Ox/1elfCcLdzcxI5BSqUOCFmnsLWwOMus6MuRdMg5kCJ1r3bxRyZ/n5YbCsLUYsqK/K8sVVMwQ3aNjDUSmPSIe//dmkTBQB+WBVkDpOI4jAEFDRgOhClc9ouXhkmAAoEq8KEc0Jnm8Z1BkzQBDlUybxIgQRDoX2jR7qCA6DgCCIcGGOi25ToUegSgKWnIS2yVTOgdlVHOGWZ+u1RUVZhB0hGwUgAtoQkQBdCYrUBRA6uq0sTVOtzpvWkH6NSMCpCJRb4ctsaYEShm7qZ17pBoQa2itqCARESgXXUKcubMhGZyWV07qXOBJm78VZ0Nd4QdCit/ioCUyuV9T87ISHEkMQKLY5IdFYu0WKnbxlgCEgqZoEJrOoFEkJgGthUqAWBtbSxfl2dpJxcuHtVemqmyHGEMARZfWFKf9xYqV9vV67UqbNK6NWF2dnAs3eVC6JASfQZGVENHxuI4QQemkLiQQmRQtQkQVgRCRrhST0YrmuH2AEoVKHEeGzr6UocfKoOhYYikAkaa2qcp4RBdGQchgQSMSwJTyzYprQqC1jgFoxhMCcFwRoUlWGBBQkYiz+SUB4gixhjY7Y8oVaAFGo8Rr8K6Uj+mfSZEVgOjCpsJ/ox9jWpc1iLIGgD/sHhElgOwOe1Gh3DwwNmDdK5msTJai3SJAdAAFUdCQ4QkYzooBvR0S799JyJZHola9Faho6vIToiNBvPWJvofA8ugdO4q3bK8kcxEC5YJoVKKoAgg4OiaQ8hoSRSlqnVttqgMijKAhiqhUMBwBpYLEgggUYNufyrpYBraPPgp4QcQRKLIW8mt53/hQeS8apJ6NkeQy+2fXSdjDxw7uL3H/KHAw04IY3DlSHtHYA+hRqajJoS07FwESj8q+gkAJVAlQhcGGDNDYMcCDv2gqBpSDI8H8HtUGiYdK8fbfSKQFulcmUddafOLRzdmRStMpyI3IeOnWewCwmAvqoHVQj2BraeKB+wGprCWQXVyJx7NzJEcJy4j76yBjCOoQx5kAAEbHtt3+wlkTk6BM7mlgJsxCa6/LLXs4QTWke/pF1sLKEwPRpbiETJNmmJ8b6l8EOeQaAOhJjk0WigubslmoTFMwOUKMA3vKACBx1GnUwbKmAHGp/Tx2ZfLPmq0ItM4JltVH2UCA7kgtrWtqhdQ/O0MRBDqXYWAiEmYzB8NmZhAqqGigBIo0rmWQf1bQ2IymHPbuaSEybdneDDRQ3hvF+tkMWsqQeAH1qLRciFzLrNZAEY/u4MP5eYsmQSmLYj7oAnTwZEXWyq6du3btOiAu52lwp0YFU4usOQYhgrAemfZWUdJDSCDIEwDb6oBSeUFjPgsVzsvaqHPIiro9KQSSyObDXnTlbGK7roVADGaUZAOVYedsoGGtWUKVq4PbJzMnd4B5EqQENF8x2EEGdcvATACFhigCss3ZOTm0dAONGYWzGDa3ajQqxD3MH4dce28WAQFIiwpga1wjAAAgAElEQVTDWYCqV8KsyRIkGstziTOOQAjs/7cKgAVvc7Vu0kfWLsZOF1mhSCASQCtl1FvszkFphBBBABJUPoeZjMAlgAmExhAxcD6cjUwCmBgMgDbk1QKR2B44M5s26WYmMGsgYMDYut8qUEAY2MCWgkCglRUfW5QBSFFhQKEx4WJF8NBF1jnv1wUBVbrISu/JTyuykqJAUxqnKGP/3RYuQ+8QJALlGiZEE0FkTDtcylmFzgzHEQgwdEpDqCnKBHZeEYgz4TZjDIBU2hDRfGM7qILAOE5aSAVKoCUGYi0glLLyJUBgnq5NPxBRhyyyhkDQfNO/DeUWfjkQy0LuHnoZTCrNANAfC3V+FBNtoZGp4ZZwMq8EEA5ByohAsjCZ5qzGUIPSD/xRSCWtKIzNIQpjjQzAbFlpGfxhRDIqhQKlSWAPJyLkoGNMlEW2qGIeQzutG6T0eEmGy6igNBowAAQ0tZd4Vh8MsUJgpEQoyj5VLMdBZXs4HBAKugIC0MGozq7cJJBJKUgsyrqSabUljhhCsd9TeserV/zjcktbJMtoT2PSr6PpQPWoSFeiUew8cTaK5XyAvon6ydH5CpCJHjCPxvzOyfDM5eNItmjOagyBulUEgjYw96qusHtCUNcQtzZBNUCAg7/TKJfLhV1GWk7NPCgFRERpWD8ythW3oW1cxg4IwGgYZHEcuyYQjI1SZUdiSg4VVBCh8JzjqKIJoHEd0JSFKBQ2FwUxJRyAEFSiAQKjwyX9t+uUQNWFWYxMwGYa0lkDv3/X7/yT3kp+aJ+JnE2ywQQ5dKUqx42G3ZRCfR6F5rBB9Z45UX8BqSTG+WdXgIqai8x8tPUuamt9w4J7S0BQtxhobJ7bzlxrGC5Hs8yvg8pe9IJyIJi/oVJe/WqpSPZSrbLZWSpzWj1XNOpsPbA4bMAJV6ISViaznV0P71GqUA9IMSIybWhvAzIE8s2tTaqp4x3AFavbMXtdL2Tes+tzG97L09+4GoBgfjlqDLbfEzxvGMVhEhsUY5l1VhZ4bNOKd54Has6ty7WjeB5z5TiTknc7e0M0Eaf+LwxefO3pgY2tjW8vRCk2dkuQkkoBQS5sAJoaReWac6EisxRRjXVAkFeoa0QbVFMmYJgFQQW0tj27U7CCQlkKRSi0LawH2P5CUp3Ukgna6pSs7WoMlqzKoK4Niy4HiBhoBJsQBCAQqtkUoC4ElVnx5gWAEjCgygDBrCyoFEg216tMcOFqY85e1JALsbB7bXhJAIKiyDATHNdGABKYHIJ0nSxQ7J4I8ukiKyRRuKQrsipZefx8pousY18a/+FVr/plBOtridNYrisBGAeKxoDENm2moYDAfMk8lIghlgBUpEArUUrRqmGSKmfyakqJZKioMoEt+5JBDG3WCEKYMNqmu414l4zppKIiQWX27Zpw0w0ZDJQKlLLONqlIRcWANnSh0qQ21hsMU7vfahRZFQD8Vjc965e2jGvCwsrm6Pcf+4fbDwiSWo81p2aaQg1RSmlTKKYLChQkQJCyo1YBKGOIwcDUSEDro9BNL2CgEAY0VIGitru0lN2rD2ofqZlpAIFABYZ+yuUzoRSobHqACiqAggv1hSQDWGNpokvqwKYMFH33tPyUUmE2NtejqmAVlZk4hx9o6Mi1mh2QUq6UK24nFIjhciSQAnV9yBBUiAIGymp/pR9HiIoC804rxgdN+rUSc1iTzHWOAGTAQGsdoVAR5kMQ1JMHAQVUSKi6sDgOCqDqtQBKAWaPF+NRxCZA1AroU1TKKIzC1ghkPKtBZbu0XdrALBlNZAdTNNUR6kJgkqTWyFdkfykYo9Qp5ZfDq2nvmAqUiODi2z78oxeYbW2WX+ufe1Nm940rOgAA+379s5/97M9FOvldvKrS3NgYAIsyPBcEgxMbWgQARqA6m09CIB1ZYEO5bLab9X0uo1obEGQr8oOhVim87K2tBLMLFs+Z6C8OoyErvHRe42JR48//l+dpZs+fwyhSF81+/H9KXcRY5jWSaVkToyUARkCw+ZRwUQ4AQjVRLvcqBASoFDKLcwAr33l769x/zpi1pW7Nn9ZeEOHsTuM+F9eHpTEdnrUQPQ0Ehyf4l5k6ae5dxfHL+nKAy2G5nQcJY4kin/jBbf2P992paXLLBISlW8/9pxUvfaFxGJvXrF27dl5odDsBcsFxrZ15EnuKCwICke5+w2shQICwNaxDJvey/AJm0VsPXcLc7rkL8y9sO++f0K0hi7ouOGPNNY2YUHVLe6Dru6lEc2lz14b8a656KeozQf6tL0W+fuH7j+vtDU6Pysy0j3Z0nRc1LlSCfoBUF69QgCIz8WCRIY/LZeZ26VkZBKcqxVK/gNJxHJkPKjHDMxe+6/hhYeuKAoL63mXtF79zIP+2lzR0tNavCwF2Ti5bnnlFVzfBExeNnmjk1Ch4m2G0KS4hQ0Hvc/TJBJTbmARQogM/uu30E/Jmm2hTI4U9xVSyhooIQf7nP61oe8fdt5Trg/c1fhdADkG2SLy8QHYjQP2o1LezsaCQaV36sQIbAHTWL1Rt5wDNShH1s0oEW97zBRIqXPK3REOPQkhmcq3Ls1qHz7n+81969ivHfyYKmawbHea3GhERXvb9U5pHOiunt85vf87PmVFBEzJr6gDOuxLsaR0OmOV53TlCZeULrwrr157451zncyfeOAmFzqZ+IMhIa0vuvF9RgF7V1e5Zye6H8TsXTNaB2da7s/Pqr4uTqwLM/tDxN73jwwfdJiC758GEOIm2M3pX0e52hjErPg5QgGhlTSPBgBBlF4xmvZRLTFKZ6wEdFIgmwAwAIDBJX7j0JV3Ub59mVExoYHFZX4CBL2U5MyuuEcUYWWoFJT6fbrSU7ddWQM28QmL4879uz6tz3HFDoRBBV8OLnl+YaLTXvIkwoRlJQpkQmICCP4lvpkwhle1Ng6QoJQADIKIzjFQgEBCKdPOAMFBUpjIQ6FgAZAFQlC0XQFXl3QgFBWUcCGSCJA/syjSBH7d9JuG4R2ma30pDYIL0ffTbGAxvwT3JGMVQWDytc08TO+DyVqCg4a8amM022z04VSdZBTjY0zo+aYMZusEDgDbui3EZCKIow10lHzaEhFb+TB5BYUDSJOqVuR4qw0KEEk0CWevbUU8aR6a+ZJYCRBRjsl2JIcFYrJRxGbzlh6iASmU4NMkk5AWTQZOiIGbZOdv7kZZrvWtpqUs0LD7hzNNPW2XODtglC+cqT9qq3UhEfcBG/tWuyz4YzDUXwgbyFTlAFJq7Y92CD862kjYhuY4L2mF4h2wQhdKAVaDxqAJMAmH9vJD1xk3iufMViTUNBFS5BDbZwaoGzvqLMFRQXNVorpVHGJdQrzrqCYYbjuuYk8+Wx2L/zasU0WUEYMP5zWNFCFEcsGIMko2oxEC2AaBW0HNkV8qjghNK98lpnublD8QbzluvkoOucFmdJJL2+gxr68cG0LHo1Hmz3myuz3tdjueFiOImhKfnsq9nd0aAE1uQe19T2L0iAITHzxLWf3hpb8tLF+4pUABmWhQ5a74mghNPfJm6oMkEYM3FA8UKcvMInBCOnbTqHFPNkVkNuZNev2dRQ1dPfrYEGRLItrJubE44+LaXKSxct7Alm7m8rWlt+GxT3RMo1bx6oqMJVCd0mZksfH7g5916tqAVsuDi8SdEBetffRkWOM9abHjoxNFl/0QBIg2ffc0bPxknGUHYjZ3eQROf3gJVz5u72HSyQn1g5eusrBUj1GUIGrVySTfAxpaOHgLg+jmAWnF6y8orm9+xwoagBJatv4iof/6S9wZnLlAkIZk1i684RfhOEC/pbrnidHD1JVmQXL6usS7z6rqly6hymU/PvjoEGTTpFWzoPF7ZuCLDxqXdK200K8x0n93+ostJrJllWKWp1zhGBLKntWJpG9A0r+09uat6L3zT5Scp2q1olqnE6SUf8IQQ8JJF3TuWKJsWpMD/VgPF+V5GwwkpqFvSLGGbUc4AQaWsfYMmqRgiIDOKZGAoLEFAkGHAfJ1asakIwMRzQWYWEeSRZ2PecnZjZk4r0UtIPaMGaDR2ExA2tQBBbxBkqRSW1y1RAMgAzIdlE0ApKynKiQJJ6eocMaktirJZACMqDSGVIqFyq7Z054L6+lZrwhLRS+VMjf5SIPDon+f23SaeIFU/o+Z8+lRYZndZGtNiXAeLayGJAFb/KmX8B2emFZWJDA2LuhmZIZnZW3MGOIVs+7Y3GYtm7wYZQ8WKyhkM1xnMchjJMUT0/dmnAjZ9La4eCMcS1YrKvaE9yXrvOS2XPOpq695HmKnIapx4mpDfzJN0Gs3EqfaL0xVo0hiGYIoIzWzEkiUJXYVGDH3kPUEgdBlfQzWC1BUGpIkUGTOCmgxVnRmZJgtlcSlj1DcRElhWmtBiAkjlw22hgkAJc2ZbusrRnyODm4/nEYEl6qov/NvH2pTdTmpcOnv2S5yXmuoEgMjgJPrtXMlsG4zoxsi0EjbNorqIeBwaGLPMolz2nbAc4lwI65QKYbIpZACUIsrsWZZrxZA3uzpjUgzAOQC2EhXmFymrP8qnntIEI26CNX+VpziNftJsKAj2zL1ovn+sUoauyy5QAs5vXRUerND5T0h2zNiMi/0umvO6N71+iUo2AKZ5L9khaVuyXoL6sFA5584/EMx1oi5zfDeADScVet69c9bfjWbrENbNy4DNCtlv3JRtGy+Y1NDsk56IoPBcEMBlv9EApRy5UEA1r/HiCGTmA3WLgLZWI6gKC7sjkPnl9Y2ElMKzLou/lbtoyW2qHmErMTuD/IazV2Zuvi7sDQmA0n3RIywFCOopw1jbgvpluabXtp17phQFWs/fM7zD7MtHc4sQOKG3o3Bhu5+5D3dSekwBQGbdlceN2EiBSbRizEDiwJnkTfcnmFlZT2Q7T3gWueCK4AVzXqEA9HQES87dWjz3ua3tPP/kHywzEWSLBPPnWeUw70wVCZGvgwhPeHknCKxY5GSfs2cLBOZ3Ith5viB8g1i9TaGcf4JhzoZuMDyj59Onrp3V+9JmWh301hYseutJ9SHQ8somq0zmfxYlhQXvbOAbQEjHbGEjVI6nhNCzV6uWpYHhb6NDwtesQ51KVJ4NC405FKtHDCft/WmcHHVIeNFHgu4fcQk0Co5bCmbb+azW00z2hoCxPFjfCRfCMWDWbGshiObQ6b/O982lAk5bbbUY3bSN5lJCMHQK2Xk11qBI9oUda9etmxPRx7lNCpmc6aje/pYQCTampKR+vilR4tIGhLPEKj67m4NQF65MT9zt4bZdiUAQgsO3xQDWKknfm+gocbbANBYk0a+xaOJMV9VLACgRSgCdGDiTsiSFFFcjJehpRKEzXgCChMttxsQaXqv3YgSiImfbmB6qpYBOzIOAttJlDBuhAgiVQJIW1cZQ0l0BCIHilkgmfn3q6cFTK7ICDEJvz81lnXCGA9zMGDDxAIx3hZRZhe/cUTR1e2LSlY28HIda86eCpLLnvggj6dK/c/tkE1sLRdq1SDowt07xHdKAEvS84+3r973q40EiceYJQiN2pHHh7SZmEbSvC22SY1mziCBsVgRQ3wzHf4AIm1oogJJTmxW53Mi9qV/YR5tVCQiIKAOE3cOj9pP0dBoCARJVQMddMOMSIF522qgRJRGR1kAErKeLWERAUSICtLbSEMgXQJUoUXSTtC3o+gLgd/2l/oQECl978GXnOmNofQfjaDnesXGAW6Wm+SbNAvViEIK5fwMAWGM8mUUthuI86cSxegD82wfKot5CADGdKwrI4+teCQDZS7qdoAFofdG1TZZCvBheRlecdiMATBY3DMSgE5EN83ux4hHLjPJBAMitVVbQ6PhBwAULDQet6nQAQQlCEDLi7Dy80DvlIElXYg31rr+4/pLy9XdNPVdAMDmUkhIXQBSzx9WlhAYAELzcwOEb1lmgddZ3GgPkwPADq9gBAGuflXA5v/KctQQZHNfi5AJApvucM0CEz65LtA0hvYsJkM+76PLewGkocAHCq/KGmm4YYQucDhMngIDqWgMAeO4i2FErBk0LAgBsI+HF0ynI5BO9sBEhED432gLMPtmZyUTb2fvcrg+/o4RARvmbLP3VbCMxVPYayYYrOhASDJV9noJ7R/gdIY5tbRwZChG+GMlqA2L3TalAeVVnmKZjH5LJpf1I+m4BMBPCJC1dTlCBy553E8X8WhqqWci/pnQVAj3vSPOI2FAHrnrhE39+VKJsYje5mLCZ89BN3lMBGesZmDEq9xNS7ml+pop2YMoLkOmUxp+3H8T2bD5KKvIVJilzo0KYopi1DNZ1hLK2UWwRD3SFQMuU/rCcvSg0B8oDG9qYS3YA9ktc6VxZRxZTmbXcZEtnLjSEt9tJjhFVB9oV3TnjhO/NRG3s7cKgxKARUAgSOiTXTYvEWPutVAnNzD3iiAUvZSbtaGvyvkVa/qZ0BWDK9zr4IqvdNuk0XXKS1Vtwn/Wxd5osN7RP/DvWWJ63+TtDVpW4cIlLJ0TeucfJHc6wUjGwQ9bpqWBKV85Uwke1vY1mztl5gY3crSMZNPk0QKB8C1b16ciVRNTKue0G8gkZpiTeNza3CobLctxc8fMXR0MABbjg2ymIBQ142CYb2Xx8qMA0mcy/FLmqxQBSjr35hpg0gZIAo7GQPCkA5rbZfXA8mAxS7InrrpWUZOCXL1ciItL0ujlIaSRi9huwvME8MGBSS/VdoWaRNUxkFFZQnUsLJvrAgO7zaxbiVCdG7ogeEJR3cWm7byEd6zBnQyYWYHmTUX/o7cbKJnH22exgMfwgqw8Y2vLSJuejmK6GK2DlyvqBmADfhFy4eradd8fp1VwgoCxeaLrz9pEAJFwvIdDUSPs4hF1cnLfjoD0g4eyGG78lgutKCPtjkG45vP8+dP/+oGdta4qGKQt5AiVIXC9H6TCzom6ueAvJ3tno6sQ7h25Aa2C5Ril5EXxw7ofhBwxCFjnhg5GATxHInulX7tKfmJkIkV/qJNe1ECJMV0bpggDhpdzUWpcmoLEd0vjFpJbKFLVmKLKa+xzXGNe3+JVbS8XbvjVeo8iaxHPODNg8TgBFU6YTvy0iyWdbnZZsMPVdJH65a2HuFxsCudOPNqROQh5xobVXLQlgj1NKCnDk9y6nuZZqYT8dqsjqvCIrT0IhCn0fbcXAF4YanIyZ2VCcxnHhFp31A0MJwCABUuV+x9ZIAG9lpgLJwguNIqTiVKsgppoMxyKAN+fiuBL+nbfzLomaNnLpFomsYFpXBGb4uuB8x78uxRY0Jwzp6CMzfl1wQ6stRDs/007OTFmSqN6NxQ3WAGQKYAowNXbRbrEtsVM+ayJC3nJb7TGR/PRzwl5+odSUFjxEVwDMr/16L9QPtu6tj27T56xtAUDsvqsC/HkpLSF9e0d5Cyx8xTckzHnADojBbEWmx2LF3rHrFMDLo79q3odZ/zbtE5EgmzJJk6pGDPMJEBU8e9p5ckqLXJigU7sCYHc0ukDBj3Pyp+ee7W9rXhEDIx3wGsCHAMlzIQi7VoQnZpInWJ3R+p6Uj+2BFIv5x7sWjuvdhLCwW7hgEcxSne8O34YntUI6CWRekjctxKpB9wzgkroEaFiwww9dfMicbrFoj5mJu5juSggJ4XzSJEYDpPizW15+Wktonti8SsChsiR6OG2FnNQQna/H0hRAfwgwUU/W9DrAFd1sJSnVwq0aAeHKuZC6rFXmLw1oh36eAk4a+Ymwxek9H3I4g/mqFLDw1ec7hWoXysVmvgU9haZ3BVtkdZo7KbJixbv/41cLl19Ubxok5GbKe0NykLQG4D1P+oWCYyC3djWAZMHcBZcKtK+MoS6NVNSVvG4xS+Z0sGlYDcz3A6TQlfpqtkDNrsIky043egGBlg/ueazkvC8/+imTmfKaAvhPUwJBTGs/M2C5mUi5F6m8ENLXq7qaonSeEvBkXYVech1PABQ0vrEhnL8gdTNTb6o6mRGQKtfBvrOkF7rjwPRA9UmQ6lGzSksuqnOdO12X9J4CMCOQzovUAtKN0l2pZFzWTaEIJLs6dNrceKkpQ2KjYsC6eFIbSNzqhPftwghx7lImTZnyL0wLD5zaA1vgSCT1FV3WHoFOUP0JyacO0ByLSgM961Xy8Bpdhc6/SudykpVljSJrOmtktcEMgLMaKSZxwBr7DA9JZkmtFmcqIVpfQXQq32e9952rmVmQBlJsPRVw7BwqqQLm9Ca8U6vI6r7zD1ZYEhNgyZCUY/xEvWYR0ydnAtzELb87cqUOW1E80PgupADrjiCAQPLrIG8J3QYUegObTKUGwES5TAHMlAlc1MnqFipRGKzRlcsiAXzqRVazVJ7xpCYAx6fOQ62Oc1w4MhMwtcVSM5VkVOKCWqa0RI3K6HQAbqSntj7FFnQHnSwrmcC1VpEVbnGsSwBPfRifATUBcd6IC+LsQqeBpPOpAGoAgcuiOCXko/VkqAkgMwOWZw7VArWAGb4u+NBF1pSBSIRvOuC5o+pVBUwtaR6yhVK+d1RpNrtUTxOQQ7RIHpwGQj8/SSTOkSo5hW9iZbsgzkd1yzMDwOQPfUesAlwHNQBOB5TjhAS0iiDpJQVUd58Cglmho9OMLSA1gNBdd8bwqRRZxYcFfi61AK9Z/QpxClClgqsAqQF0zCL9J/FvXWZyCsC09a8C6i+zJzRmbuH1ZRXgjzfBqbMkRHATT8aN1MWpHDwdgBvRuzrTn1NAWg6rAdZo0dCY+sSpb6cBLqswDVDdVQ9+Ci0sYNWArQ8k34jnNXxy9Dd1CjZ1Fa7BVMBtkBZgbsbdItUAwJmAWi3ckJACmFypBryWeEYAagHuQKfN0ZqyJdxve1hOYxWHWeNQVduvAbhNGE43JJySBjATMGMLr0uTR0stwBjpQwByqBaoBbifv6LrwOZR6FXH9JOstjdxylVmAMg0QwNwjganGbzpQM0WBODyOvaUaRLMTQGSV21gR54zt3DKpBp4RkVWQ1GrHe2d0wFPCP9Poj6fGWDZ208FAsms9TJaDViGmBHorByihX9aFRBahrAmwJf7DTemHUQ3aHH+pLcWwloA4cIXS0e4GDIFOP05DajdwjK405BCIPdWpzinAGnC1wKaZ8shWqAWcIgiazoTZsCkzpMASZF1KgDLFZbutIOuAs5snAGo3cKye60C6NMH/oYzt0BNQIkP6BJb5GtAdE6TVFHCa0K3qLUAOlPn1J1VqFXAZS0zALVb+BWxapTuqfIMgNmHaIGawAxFVs/aT6PIOgUwE6sumQKHBbiNHbUKoMcCcF8X7P1+m8K1rCTwcm3Ut1OBDjD91QR81izhVhweAM/l4twfAST9o0VHCEBN4Gj9JmvySDqNl7x9psCY90GnF0CPBTBDkdW+qVJV9OTz+t7yW00AqVb+Ph4W8PkGJHe425I3Rx1wpzHSLrkjEK0v6IZstFw6BHCvmkASDzndLIcJ9Cq3Z9szmzcxRxhALUDB7VLx12BlK7EMrk9jCRI3m+6emoBzApKcd+onRw8DEPdcqx7lKACoCcxQZHWOpf1DSP4WS7ihCp7JK/3jX0/jJTimzepazZv7z7Nq3EoVXWbUO0ZOj1tfgU61CwgZv8fusfjylc9kGLhl/sJn0uyRiZOfSbN78queSbMn9l1s3lRWt9WAZyiyumjaq1w2bbB6/le2P5lp7RI74WwoAIwc/6zkShqounUa0Dx88TQgHU9VDSUB0HhWbWDGFkIAGx902z9l6lOFMxZZYQM/sSrPeRW2n8QTmRmwo2ZyB11e9ekAmA4485N4ONMAzATM2OKpAPZMdSqz4+ZubSdT721txFs8V4OcCXBWI8WDRwAQEQp8kSUZ7lEHnnKRVfzympnYOPMpFVnNEjg3YArApwsY0SASnTEdwEzAjC3oiHKIFtbwucSIq1j7f7zIOsHEtiXeoTd0cQ6/I3NVI/+hr6GxNjD1MdXASKXz0C08VgUMBq21gRlbAADGx2cdqgUTJnDiaZfGEcuJhHj2EiZ9GQLWAqr4NPU6fMCtY6LNcGwAq0IN33mqJSoXKfp5yqWZzxO+NnAUXtW9TzFYRxU4JkVWrxQ9wQ8HcAN03AscK8CKIQCn1Wz4nDZuCVOmyC+e3ZLFqAb8KqSZ7fABPyQHpHXAUQVqpBvSLFhToGaUsqMrfk/3oUceOCZFVtuP/fvUAPvzWDVbIA0QVYCWGYAZWzx1IEwm6XWNT29VnWQ1IjzxjUeWvq7N+2S2dcKrCeBZ+DffzZ/8sp/f1fum8e/uOf+yjAecifHrlwbGf9H3ttH/2LrmzX/+0fir1v/otpb3tSYtvIzayDaxVvGfvvHVzCceqr/szE/tP/0V93+38tr1PHQLCoFH/7Ny+qXXXVv3hq5vbllz1dbvj7/4XFWjxdMtsj629/OVP1rOeWpF1nj7VZ98w87NH2+85dqVH7ppKAE8pe2w04D85g9D+H375x549Iev/+tvbdz4+XnX+haHqqVu+sFOcOuHP/Pc/573hY0bv/G2t18z8SQtAIA7Lr/61m3/9f5zf3FX+V/67v/589987XCtFk+5yGppsX1xfsk+w32Wfeyd1sNIAfYJla3fev1vD7S2Lto9NH8WJhMgxfHCdAsIsOGqMN6ztHHx/UHXsr6d8/LPesy3OFQtdcFb5mFk08feuPXRE+oXbB1c2qtGnqQFCGDDugOTUulZML51UVNPf9/8Hpms1eIpF1lNrgaFjLjvTKezFocusoZXLNv2/bMCBrocqEAngFsL97EK6N4JqYSSKQkDFhVC7VvAG+8qRw8ApbGNUB85+7c/GM8iLIIMtBy6BQCgbtO/XtUWkCxkmNGl0P/+RnULZQtMMJlD2h1WtDWbRFpsSbhrACOtVWJkuc9/GYQnrpErkSDfpZvGKyOd9eOTqj4F2O//cWtTDQBB00EcWFKpHGzuHJP+Xt/CPg6Ojc2Aky9lKzVlFg92H8DofIxHlcIT+lIAAAXQSURBVMYna0ESuz536RmtpWIhN2sonmxpGi2G2VotZjjJysTrMivvFPf673373rdPdanSjokHXPgkt94zdtzKa6/Z+Pq9v3iku9lHB/AsLLDbwqsA8MxvDo6dvvHresPan3/rtqtTLfy2azoe8QCA/Fd33vXc4/557/4TN3wuc0LLk7UQCv+l0PfTc477974zV/5zsOvy/d9r6W2v1SL4kN3bOSVGobVNFMD+7g5IYW7e0EUr6WhtmQo+7K4GAJLBwomOi3vnHDxn9ew6dUlXAvihVh+ns0DdnJ7u1okX9i4b7b24fdGBc56lfAvYAqhVG0wDwex5uSUHjj+vu7F02ZzF473Pzz9ZC4KQ2UF+0fHDa85qmzV+0ZL5lc6Lmmu1YEr9pBZA7JJb2+hSJE4H0/NUcmsSO1vAM5zVGlaDp4AZW6R6Tj3D9+W0KZPxVAPp3NRTa5GYl0O0oPYS5OIcp7X9NXoawit09x4u2zENcFRMJFSqCPPMgcTTcffh2ADWiXIpGlij5visOvmSTCH95smA/++8/l9VZMURr6U+PeApF1nFxSL/VxRZZwCkWs1Yh8GJorhkSU0JOyRQrbOF7hmHDSRPSB51bACVSI1Xo4f+uuBpH1P3VgOc8nD/qCMIWPN+bICn/5usUzqZERCm6eks3BEArOwnSiXRFkcZ+H98kbUG4MxPynU7NsD/X2R9OoD70Wj4O6UK9srW/uv9RMeHnAGommyVKTh8IPk45cFHF6CG9z6t3QO9+UlmnXis6Z6SW2sAyeOcMfOO72EBSCTDjDB95agC5msJrX5ySkfc2UUzcRHrY6QcnqQnd1BkGpA4brQT5xEBTOaEfvHcduujDyjrZ4Ee9DP3nJLSIC5BwATgIQH63uE57pDAvb/Yf3camLir/z/3VbdI7DDdXI4JYA9nGuZKxTsmPeN0hricl5W7JNx27FoDcJG5lVRjXZ4cmBV8d+figY3zT9y+L1xyb/mkx7/0zlUN+++vO3ny8QO9J2Ts8OxzxL13oziqQLJN0ih257EnGshu2naYX18xX7MjNoNVA6iKfpzufFJg04NaT374tFsyv7v/4tvi8QdPjiduvfKrc3bsbvvyhb981/HwaahErbjmRxtQiVZ2ZDTL7Mnms/oEjDA7bValsmoA5pU8zFPokEAkxy9/oLKk9zZc9ooLT+7c07ticWnnrre+5s6Dp71paZ97oG1Bv1njWADKpESdsfNel20iVsHDv4HTJY60ENQEUnG777qqZHoIIBv1d64NWuIf3xpRAJTqMtlsUK8y2lO5VvbjaANP/SSr5TnTUTqjw9rAUz6XOg1o2HVCdvn4EBHvP6P1YDC5D/PK193UU++m4f1npyiFxwYIPgwA/nvEjB63pWinfJ0H5qNZSzxrAmQmoHYt9UmB9hXblsz509zn1M3rbHq4cd3qYrx82bI/tby0uX2emtdmPS/CffWNX6ujD6TKOrC1VGfXLIWtRfSAZaKU5iFqAlPeOEX+5IAA0IoQilbWQY3diayqV5U3ffSBp1tkTakqz0aHLrKmSO/y1U8CUNy2AgTWFJsfbfRrakaUpt0xAbyOZiouSqfe/bynLeuTvarYJd34sIHq0DMJyY42oJytdIwCeFpZwU1JbMJosCtg7UUNoEpqnageCcCZaceZKaIeZcB+n1yaj3wWyZkDy5Fpfx5eLv0CTAWqY2A7W8fihwVIMjpOZcCjClAn006rmxQBkvdP82VNZepzSsIODzjEcI4iYH5ryQSKYjhD/BleoecrOJmY1qHzSKcDBNwJ4jQ3Hz7gXT7vRB8bwJIHSYne+QiEt0+eE+0d/6ddc0kBIIRhaAbm/leuC5umjIwgflaun6jE0kYrS4GO+hdIu3UHvnHqPngB6DJbQylbjWrKqIUr5lHXB8mimmrtAqC9AZ4z7Qx4UnciaqCbJyUsCwk/dV1jWsBFs/Th+ScArR2fSNp/GLvAbbIOgNtkHQAFOxjWjMmTmQcAAAAASUVORK5CYII=)](https://i1.wp.com/r-nimble.org/wp-content/uploads/2018/05/converting-to-nimble-plot-1.png?ssl=1)

**Next steps**

NIMBLE allows users to customize MCMC and other algorithms in many ways. See the NIMBLE User Manual and web site for more ideas.

**Smaller steps you may need for converting existing code**

If the main steps above aren't sufficient, consider these additional steps when converting from JAGS, WinBUGS or OpenBUGS to NIMBLE.

1. Convert any use of truncation syntax
   * e.g. x ~ dnorm(0, tau) T(a, b) should be re-written as x ~ T(dnorm(0, tau), a, b).
   * If reading model code from a file using readBUGSmodel, the x ~ dnorm(0, tau) T(a, b) syntax will work.
2. Possibly split the data into data and constants for NIMBLE.
   * NIMBLE has a more general concept of data, so NIMBLE makes a distinction between data and constants.
   * Constants are necessary to define the model, such as nsite in for(i in 1:nsite) {...} and constant vectors of factor indices (e.g. block in mu[block[i]]).
   * Data are observed values of some variables.
   * Alternatively, one can provide a list of both constants and data for the constants argument to nimbleModel, and NIMBLE will try to determine which is which. Usually this will work, but when in doubt, try separating them.
3. Possibly update initial values (inits).
   * In some cases, NIMBLE likes to have more complete inits than the other packages.
   * In a model with stochastic indices, those indices should have inits values.
   * When using nimbleMCMC or runMCMC, inits can be a function, as in R packages for calling WinBUGS, OpenBUGS or JAGS. Alternatively, it can be a list.
   * When you build a model with nimbleModel for more control than nimbleMCMC, you can provide inits as a list. This sets defaults that can be over-ridden with the inits argument to runMCMC.